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Summary

We present a modification of the Durstenfeld-Fisher-Yates random-permutation algorithm for use in sampling without replacement from a large population.

Motivation

We would like to sample without replacement from a potentially large population. The Durstenfeld-Fisher-Yates random permutation algorithm is attractive for small populations, as it generates the desired sample in time and memory proportional to the population size. We modify Durstenfeld to generate a partial permutation (and thus, sample without replacement) in time and memory proportional to the sample size.

Description

Given a vector \( p \), the Durstenfeld random permutation algorithm repeatedly swaps two elements, call them \( p[i] \) and \( p[j] \) (in Durstenfeld's algorithm, \( i \) iterates sequentially over each element of \( p \), and \( j \) is a random value, \( i \leq j \leq \text{length of } p \)).

Instead of using a vector \( p \), we will use a hash table \( h \) to record the entries we modify. The hash table records only those elements of \( p \) that we have changed, so it will require memory proportional to the length of the partial permutation we generate.

When swapping \( p[i] \) and \( p[j] \), for \( i \neq j \), look for the index \( j \) in \( h \). If \( j \) is in \( h \), use the value from the map as \( p[j] \), otherwise use \( j \) as the value of \( p[j] \). Similarly, if \( i \) is in the hash map, use the value from the map as \( p[i] \), and if not, use \( i \). Then record the swap, and in particular enter the new value of \( p[j] \) in the map. For Durstenfeld, we will never examine \( p[i] \) again, so we can record the new value of \( p[i] \) however we please.

Though \( h \) is described as a hash table, one could use any associative structure to implement it. One could equally well implement \( h \) as content-addressable memory in hardware, for instance.
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